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ABSTRACT
In card-based cryptography, the numbers of cards and shuffles are
the complexity measures of protocols for secure computations, and
the smaller these values are, the better. As the state-of-the-art study
to minimize the latter measure, Shinagawa and Nuida showed a
surprising result that any 𝑛-input logical function can be securely
computed with only one shuffle, based on the idea of Yao’s garbled
circuit. When executing their protocol, the number of required
cards is 2𝑛 +24𝑞, where the 𝑛-input logical function to be computed
is represented by 𝑞 gates. For example, when applied to the 𝑛-input
AND and XOR functions, the number of gates is 𝑛 − 1, and hence,
26𝑛 − 24 cards are required. In this paper, we show that the number
of required cards can be reduced by focusing on these two specific
functions. Specifically, we construct a single-shuffle protocol for
the 𝑛-input AND function using 4𝑛−2 cards, and construct a single-
shuffle protocol for the 𝑛-input XOR function using 2𝑛 cards.

CCS CONCEPTS
• Security and privacy→ Cryptography.
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1 INTRODUCTION
A method of performing secure computations using a deck of phys-
ical cards is called card-based cryptography (refer to [7, 20] for
surveys). Card-based cryptography uses two types of indistinguish-
able cards with ♣ and ♥ on the front and ? on the back. These
cards are used to represent Boolean values as

♣ ♥ = 0, ♥ ♣ = 1.

According to this encoding rule, when a bit 𝑥 ∈ {0, 1} is rep-
resented by two face-down cards, these two cards are called a
commitment to 𝑥 and is denoted as follows:

? ?︸ ︷︷ ︸
𝑥

.

A sequence of steps to perform secure computations with com-
mitments as input is called a card-based cryptographic protocol. For
example, a protocol starts with commitments to 𝑥1, 𝑥2, . . . , 𝑥𝑛 ∈
{0, 1} for a natural number 𝑛 (≥ 2) along with some additional
cards, and outputs a commitment to the value of some predeter-
mined function 𝑓 (𝑥1, 𝑥2, . . . , 𝑥𝑛) via a series of operations:

? ?︸ ︷︷ ︸
𝑥1

? ?︸ ︷︷ ︸
𝑥2

· · · ? ?︸ ︷︷ ︸
𝑥𝑛

♣ ♥ ♣ ♥ · · ·

→ · · · → ? ?︸ ︷︷ ︸
𝑓 (𝑥1,𝑥2,...,𝑥𝑛)

.

In this research field, the “number of cards” and the “number of
shuffles” are measures of the complexity of a protocol; thus, many
studies have aimed at reducing these factors.

1.1 Known results
Historically, reducing the number of cards required for the three
fundamental functions, i.e., the AND function, the XOR function,
and copying commitments, was focused on from the beginning
(refer to [20]). Then, the number of shuffles has also gradually
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Table 1: The numbers of required cards for single-shuffle
secure computations of the 𝑛-input AND and XOR functions

𝑛-AND 𝑛-XOR

Applying Shinagawa–Nuida [33] 26𝑛 − 24 26𝑛 − 24

Ours 4𝑛 − 2 2𝑛

attracted attention, and the development of protocols with fewer
shuffles has continued (e.g. [1, 2, 4, 11, 16, 34]).

As generic constructions for arbitrary 𝑛-input logical functions
𝑓 (𝑥1, 𝑥2, . . . , 𝑥𝑛), the state-of-the-art protocols in terms of the afore-
mentioned two measures are as follows.

On the scale of reducing the number of cards, Nishida et al. [24]
showed that any 𝑛-input logical function can be computed with
2𝑛 + 6 cards. This means that additional six cards are sufficient
because input commitments consist of 2𝑛 cards. When executing
this protocol, the number of required shuffles is 𝑂 (2𝑛) because the
target function is first expressed as an AND-XOR expansion and
then the AND and XOR protocols [21] are applied according to the
expansion.

On the other hand, with regard to reducing the number of shuf-
fles, Shinagawa and Nuida [33] showed a surprising result that
any 𝑛-input logical function can be computed with a single shuffle,
based on the idea of Yao’s garbled circuit. Because it is impossible
to securely compute a non-trivial function without any shuffle, this
protocol is optimal in the sense that the number of shuffles is min-
imal. The number of cards required for their protocol is 2𝑛 + 24𝑞
when the 𝑛-input logical function to be computed can be repre-
sented by 𝑞 gates (i.e., 24𝑞 additional cards are required). In their
protocol, for each gate, a truth table is created using 24 cards (as
will be seen in Section 2.4). Reducing the number of 2𝑛 + 24𝑞 cards
while keeping the number of shuffles at one remains open.

These results strongly suggest that there is a trade-off between
the number of cards and the number of shuffles.

1.2 Contributions
In this study, we revisit the Shinagawa–Nuida single-shuffle generic
protocol [33] and examine whether it is possible to reduce the
number of cards from 2𝑛+24𝑞 while keeping the number of shuffles
at one. Specifically, we consider the𝑛-input AND function and the𝑛-
input XOR function as specific functions, and customize the existing
generic protocol to have specialized protocols with fewer cards.

Note that when applying the existing generic protocol to the 𝑛-
input AND and XOR functions, 26𝑛 − 24 cards are required because
the number of gates for both the functions is 𝑛 − 1. We consider
saving the sequence of cards corresponding to a truth table so that
we have a single-shuffle 𝑛-input AND protocol with 4𝑛−2 cards and
a single-shuffle 𝑛-input XOR protocol with 2𝑛 cards, as summarized
in Table 1. Thus, if we restrict ourselves to specific functions, we
have succeeded in reducing the number of cards.

2 PRELIMINARIES
In this section, we first describe the operations used in card-based
cryptography. Next, we describe the existing protocol that uses
Yao’s garbled circuit [33].

2.1 Operations
In card-based cryptography, three main operations, i.e., rearrange,
turn, and shuffle, are usedi, and their computational model has been
established by abstract machine [5, 10, 19].

Rearranging is an operation that rearranges the order of a se-
quence of cards, and is formulated using a permutation. Turning
(over a card) is an operation to change the face of a card. Shuffling is
an operation to randomly change the order of a sequence of cards,
and is formulated using a set of permutations and a probability
distribution on it. There are various shuffling operations, one type
of which is introduced in Section 2.2.

2.2 Pile-scramble Shuffle
A shuffle that divides a sequence of cards into multiple piles with
the same number of cards and changes only the order of these piles
randomly is called a pile-scramble shuffle [3]; this is one of the most
commonly used shuffles in the design of card-based cryptographic
protocols. One of the famous shuffles, the random bisection cut [21],
can be regarded as a special case of a pile-scramble shuffle.

As an example, if we divide the nine cards into three piles and
apply a pile-scramble shuffle, it will transition to one of the six
sequences with equal probability as follows:[ 1

?
2
?

3
?

��� 4
?

5
?

6
?

��� 7
?

8
?

9
?

]

→



1
?

2
?

3
?

4
?

5
?

6
?

7
?

8
?

9
?

7
?

8
?

9
?

1
?

2
?

3
?

4
?

5
?

6
?

4
?

5
?

6
?

7
?

8
?

9
?

1
?

2
?

3
?

1
?

2
?

3
?

7
?

8
?

9
?

4
?

5
?

6
?

4
?

5
?

6
?

1
?

2
?

3
?

7
?

8
?

9
?

7
?

8
?

9
?

4
?

5
?

6
?

1
?

2
?

3
? ,

where we denote a pile-scramble shuffle by [ · | · · · | · ] .
Recently, the pile-scramble shuffle has been often used when

constructing card-based zero-knowledge proof protocols, e.g. [12,
15, 27–31].

2.3 Counting and Combining Shuffles
As mentioned in Section 2.1, a shuffle is represented by a set of
permutations Π and a probability distribution F on it. We allow
any such pair (Π, F ), which includes shuffles that are difficult for
humans to implement. However, since this paper is a theoretical

iThere is another computational model that allows an operation called a private
permutation, e.g. [13, 14, 22, 23, 26, 35].



Table 2: Truth table for AND gate

𝑎 𝑏 𝑎 ∧ 𝑏

0 0 0

0 1 0

1 0 0

1 1 1

Table 3: Truth table for AND gate and corresponding com-
mitments

? ?︸ ︷︷ ︸
𝑎

? ?︸ ︷︷ ︸
𝑏

? ?︸ ︷︷ ︸
0

? ?︸ ︷︷ ︸
0

? ?︸ ︷︷ ︸
0

? ?︸ ︷︷ ︸
0

? ?︸ ︷︷ ︸
1

? ?︸ ︷︷ ︸
0

? ?︸ ︷︷ ︸
1

? ?︸ ︷︷ ︸
0

? ?︸ ︷︷ ︸
0

? ?︸ ︷︷ ︸
1

? ?︸ ︷︷ ︸
1

? ?︸ ︷︷ ︸
1

study that aims to help clarify the computational limitations of card-
based cryptography, any pair (Π, F ) is counted as one shuffleii.

It should be noted that, in this sense, any two consecutive shuffles
(Π1, F1) and (Π2, F2) can be combined into one shuffle [19].

2.4 The Existing Protocol
The single-shuffle generic protocol proposed by Shinagawa and
Nuida [33], which uses Yao’s garbled circuit, represents a target
function (to be computed) as a logic circuit, and performs the secure
computation starting by arranging commitments based on the truth
table of each gate.

Table 2 depicts the truth table for the AND gate. In each of these
0-1 values, the protocol places a commitment based on the truth
table and the commitments to the inputs of the function, as shown
in Table 3, for instance. Now, suppose that we turn over the com-
mitments on the left and in the middle (which are 10 commitments
in total). Check the revealed values of 𝑎 and 𝑏 against the left four
columns of the truth table, and determine the matching row; then,
the corresponding commitment on the right side will be a commit-
ment to 𝑎 ∧ 𝑏. By performing pile-scramble shuffles in key places
as below, we can obtain a commitment to the gate output without
leaking the value while maintaining the above function.

iiPractical implementations of shuffles were discussed in [9, 17, 25, 32], for example.

Regard Table 3 as a matrix with five rows and six columns. For
this card matrix, apply a pile-scramble shuffle to the bottom four
rows. Then, apply a pile-scramble shuffle to the first and second
columns from the left, and the third and fourth columns, respec-
tively. After that, turn over the cards in the first through fourth
columns; then, the cards in the fifth and sixth columns of the row
that match the cards in the original input (first row) will be an
output commitment. In this case, because the commitments to 𝑎

and 𝑏 have an equal probability of being the same or their negation,
no information about the values of 𝑎 and 𝑏 is leaked. In addition, the
rows and values of the commitments corresponding to the values
in the truth table are also shuffled, so that no information about the
values of the output is leaked. Because the commitments to 𝑎 and 𝑏
and the commitments to the values in the truth table are shuffled
simultaneously, the output commitment always represents 𝑎 ∧ 𝑏.
Therefore, the output value can be obtained without leaking the
value of the input by applying pile-scramble shuffles. Shinagawa
and Nuida’s construction [33] is based on such a mechanism.

Furthermore, because the multiple pile-scramble shuffles de-
scribed above are applied consecutively, they can be combined into
a single shuffle, as mentioned in Section 2.3.

The example above is a 2-input AND function, and the number
of gates in this function is one; therefore, in addition to the four
cards for gate input commitments, 24 cards are used to construct the
truth table. Thus, more generally, when an 𝑛-input logic function
is represented by a logic circuit with 𝑞 gates, we need a total of
2𝑛 + 24𝑞 cards, where 2𝑛 cards are for the input commitments
and 24𝑞 cards are for the commitments to the 𝑞 truth tables. As
mentioned above, because multiple pile-scramble shuffles applied
(in the whole process) can be combined into one, we can construct
a protocol with a single shuffle using 2𝑛 + 24𝑞 cards for an arbitrary
logical functioniii.

If we apply this generic protocol to the𝑛-input AND function and
the 𝑛-input XOR function, because the number of gates for these
functions is 𝑛 − 1, the number of required cards is 2𝑛 + 24(𝑛 − 1) =
26𝑛 − 24. As has been done in conventional Yao’s garbled circuit
technique (e.g. [36]), it is expected that truth tables can be saved
by specializing in the AND or XOR function; we will propose such
card-based protocols in the following sections.

3 OUR PROPOSED 𝑛-INPUT AND PROTOCOL
In this section, we propose an 𝑛-input AND protocol that uses only
one shuffle. The number of required cards is 4𝑛 − 2. In Sections 3.1
and 3.2, we state the ideas behind our protocol. In Section 3.3, we
describe the single-shuffle protocol and prove its correctness and
security.

3.1 Basic Idea 1: How to Compute AND
Arrange the commitments to 𝑥1, 𝑥2, . . . , 𝑥𝑛 ∈ {0, 1} and 𝑛 − 1 com-
mitments to 0 as follows:

iiiShinagawa and Nuida [33] also devised a method called batching, which can be used
to perform the same computation with two pile-scramble shuffles, although more
additional cards are required for batching.



1 : ? ?︸ ︷︷ ︸
𝑥1

2 : ? ?︸ ︷︷ ︸
0

? ?︸ ︷︷ ︸
𝑥2

3 : ? ?︸ ︷︷ ︸
0

? ?︸ ︷︷ ︸
𝑥3

.

.

.

𝑛 − 1 : ? ?︸ ︷︷ ︸
0

? ?︸ ︷︷ ︸
𝑥𝑛−1

𝑛 : ? ?︸ ︷︷ ︸
0

? ?︸ ︷︷ ︸
𝑥𝑛

(1)

Now, let us turn over the commitment to 𝑥1 on the first line. If its
value is 𝑥1 = 0, then the left commitment of the second line (which
is the commitment to 0) is a commitment to 𝑥1 ∧ 𝑥2, and if its value
is 𝑥1 = 1, then the right commitment (which is the commitment to
𝑥2) is a commitment to 𝑥1 ∧ 𝑥2, because the following relationship
holds:

𝑥1 ∧ 𝑥2 =

{
0 if 𝑥1 = 0,
𝑥2 if 𝑥1 = 1.

Next, let us turn over the commitment to 𝑥1 ∧ 𝑥2 obtained now.
If the value is 0, then the commitment on the left of the third line is
a commitment to 𝑥1 ∧ 𝑥2 ∧ 𝑥3, and if it is 1, then the commitment
on the right is a commitment to 𝑥1 ∧ 𝑥2 ∧ 𝑥3.

Bear this inmind, we can obtain a commitment to 𝑥1∧𝑥2∧· · ·∧𝑥𝑛
? ?︸ ︷︷ ︸

𝑥1∧𝑥2∧···∧𝑥𝑛

by the following Procedure A, starting from the arrangement in
Eq. (1). Note that this arrangement has 2𝑛− 1 commitments in total,
i.e., it consists of 4𝑛 − 2 cards.

[Procedure A]
(1) Suppose that we have 2𝑛 − 1 commitments arranged as in

Eq. (1).
(2) Turn over the commitment on the first line and let its value

be denoted by 𝑣 . Let 𝑖 B 2.
(3) If 𝑣 = 0, then turn over the commitment on the left of the

line 𝑖; if 𝑣 = 1, then turn over the commitment on the right
of the line 𝑖 . Set 𝑣 to the revealed value (overwriting 𝑣).

(4) Let 𝑖 B 𝑖 + 1. If 𝑖 ≤ 𝑛 − 1, then return to (3).
(5) If 𝑣 = 0, then output the commitment on the left of the line 𝑛;

if 𝑣 = 1, then output the commitment on the right.
Again, if we perform procedure Awith the arrangement in Eq. (1)

as input, we will obtain a commitment to 𝑥1 ∧ 𝑥2 ∧ 𝑥3 · · · ∧ 𝑥𝑛 .
However, because the values of 𝑥1, 𝑥1 ∧ 𝑥2, 𝑥1 ∧ 𝑥2 ∧ 𝑥3, . . . , 𝑥1 ∧
𝑥2 ∧ · · · ∧ 𝑥𝑛−1 are leaked each time a commitment is turned over,
it is of course not a secure computation.

3.2 Basic Idea 2: Randomization
Let us focus on the first and second lines in the arrangement in
Eq. (1). If we swap the positions of the two cards that make up the
commitment to 𝑥1 on the first line and at the same time swap the po-
sitions of the commitments on the second line, the first line becomes
a commitment to 𝑥1, and the second line becomes commitments to
𝑥2 and 0 (in this order):

1 : ? ?︸ ︷︷ ︸
𝑥1

2 : ? ?︸ ︷︷ ︸
𝑥2

? ?︸ ︷︷ ︸
0

.

Since swapping of the first and second lines is synchronized, per-
forming procedure A on the whole from this state still yields a
commitment to 𝑥1∧𝑥2∧· · ·∧𝑥𝑛 . Therefore, applying the following
shuffle to the first and second lines in the arrangement in Eq. (1)
does not affect the output of procedure A:

1
?

2
?

3
?

4
?

5
?

6
?

→

1
?

2
?

3
?

4
?

5
?

6
?

or

2
?

1
?

5
?

6
?

3
?

4
?

(2)

We call this the shuffle S1 (which was used in the Mizuki–Sone
AND protocol [21]).

In a similar way, consider applying the following shuffle S𝑖 to
the lines 𝑖 and 𝑖 + 1 for every 𝑖 , 2 ≤ 𝑖 ≤ 𝑛 − 1:

𝑖 :
1
?

2
?

3
?

4
?

𝑖 + 1 :
5
?

6
?

7
?

8
?

→

1
?

2
?

3
?

4
?

5
?

6
?

7
?

8
?

or

2
?

1
?

4
?

3
?

7
?

8
?

5
?

6
?

(3)

Note that the index starts at ‘1’ for simplicity. Applying these shuf-
fles to the arrangement in Eq. (1) also does not affect the output
of procedure A. These shuffles can be achieved by applying pile-
scramble shuffles and rearranging. In our proposed AND protocol,
we use the shufflesS1,S2, . . . ,S𝑛−1 to randomize the commitments.



3.3 Description
We are now ready to describe our proposed AND protocol. Given 𝑛
commitments along with 2𝑛 − 2 additional cards as input

? ?︸ ︷︷ ︸
𝑥1

? ?︸ ︷︷ ︸
𝑥2

· · · ? ?︸ ︷︷ ︸
𝑥𝑛

♣ ♥ ♣ ♥ · · · ♣ ♥ ,

the protocol proceeds as follows.

(1) Turn over all the 2𝑛 − 2 additional cards to make 𝑛 − 1 com-
mitments to 0 and place them along with the commitments
to 𝑥1, . . . , 𝑥𝑛 , as shown in the arrangement in Eq. (1).

(2) Combine the 𝑛 − 1 shuffles S1,S2, . . . ,S𝑛−1 defined in Sec-
tion 3.2 into a single shuffle (as we mentioned in Section 2.3
that this kind of combining is possible), and apply that shuffle
to the arrangement.

(3) For the obtained arrangement, apply the procedure A defined
in Section 3.1. Its output is a commitment to 𝑥1∧𝑥2∧· · ·∧𝑥𝑛

? ?︸ ︷︷ ︸
𝑥1∧𝑥2∧···∧𝑥𝑛

.

As explained in Sections 3.1 and 3.2, the application of any shuffle
S𝑖 to the arrangement in Eq. (1) does not affect the output of proce-
dure A. Therefore, it is clear that a commitment to 𝑥1 ∧ 𝑥2 · · · ∧ 𝑥𝑛
is correctly obtained in step 3, which guarantees the correctness of
our protocol.

Furthermore, in this protocol, the cards are turned over only
during the execution of procedure A in step 2, and one commitment
value is revealed for each of the lines from the line 1 to 𝑛 − 1. For
example, on the first line, the value of 𝑥1 ⊕ 𝑟1 is revealed, where
𝑟1 is a uniformly distributed random bit generated by the shuffle
S1. Therefore, even if the value of this commitment is revealed,
the value of the input 𝑥1 is not leaked. In the same way, the value
revealed on the line 𝑖 , 2 ≤ 𝑖 ≤ 𝑛 − 1, is (𝑥1 ∧ · · · ∧ 𝑥𝑖 ) ⊕ 𝑟𝑖 , and
because 𝑟𝑖 is a random bit, the value of the input is not leaked.
Hence, our proposed protocol is information-theoretically secure,
and the security of the protocol is confirmed.

4 OUR PROPOSED 𝑛-INPUT XOR PROTOCOL
In this section, we propose an 𝑛-input XOR protocol that uses only
one shuffle. The number of required cards is 2𝑛. In Sections 4.1
and 4.2, we state the ideas behind our protocol. In Section 4.3, we
describe the protocol and show its correctness and security.

4.1 Basic Idea 1: How to Compute XOR
Arrange the commitments to 𝑥1, 𝑥2, · · · , 𝑥𝑛 ∈ {0, 1} as follows:

1 : ? ?︸ ︷︷ ︸
𝑥1

2 : ? ?︸ ︷︷ ︸
𝑥2

3 : ? ?︸ ︷︷ ︸
𝑥3

.

.

.

𝑛 − 1 : ? ?︸ ︷︷ ︸
𝑥𝑛−1

𝑛 : ? ?︸ ︷︷ ︸
𝑥𝑛

(4)

Now, let us turn over the commitment to 𝑥1 on the first line. If
its value is 𝑥1 = 0, then the commitment on the second line (which
is a commitment to 𝑥2) is a commitment to 𝑥1 ⊕ 𝑥2, and if its value
is 𝑥1 = 1, then the negation of the commitment on the second line
(which is a commitment to 𝑥2) is a commitment to 𝑥1 ⊕ 𝑥2, because
the following relationship holds:

𝑥1 ⊕ 𝑥2 =

{
𝑥2 if 𝑥1 = 0,
𝑥2 if 𝑥1 = 1.

Next, let us turn over the commitment to 𝑥1 ⊕ 𝑥2 obtained now.
If the value is 0, the commitment on the third line is a commitment
to 𝑥1 ⊕ 𝑥2 ⊕ 𝑥3, and if it is 1, the negation of the commitment on
the third line is a commitment to 𝑥1 ⊕ 𝑥2 ⊕ 𝑥3.

Bear this inmind, we can obtain a commitment to𝑥1⊕𝑥2⊕· · ·⊕𝑥𝑛
? ?︸ ︷︷ ︸

𝑥1⊕𝑥2⊕···⊕𝑥𝑛

by the following Procedure B. Note that the arrangement in Eq. (4)
has 𝑛 commitments in total, i.e., it consists of 2𝑛 cards.

[Procedure B]
(1) Suppose that we have 𝑛 commitments arranged as in the

arrangement in Eq. (4).
(2) Turn over the commitment on the first line and let its value

be denoted by 𝑣 . Let 𝑖 B 2.
(3) If 𝑣 = 0, then turn over the commitment on the line 𝑖; if 𝑣 = 1,

then swap the cards on the left and right of the commitment
on the line 𝑖 , turn over the commitment, and set 𝑣 to the
revealed value.

(4) Let 𝑖 B 𝑖 + 1. If 𝑖 ≤ 𝑛 − 1, then return to (3).
(5) If 𝑣 = 0, then output the commitment on the line 𝑛; if 𝑣 = 1,

then after swapping the cards on the left and right of the
commitment on the line 𝑛, output the commitment.

Again, if we perform procedure B with the arrangement in Eq. (4)
as input, we will obtain a commitment to 𝑥1⊕𝑥2⊕· · ·⊕𝑥𝑛 . However,
the values of 𝑥1, 𝑥1 ⊕ 𝑥2, 𝑥1 ⊕ 𝑥2 ⊕ 𝑥3, . . . , 𝑥1 ⊕ 𝑥2 ⊕ · · · ⊕ 𝑥𝑛−1 are
leaked every time when a commitment is revealed.



4.2 Basic Idea 2: Randomization
Let us focus on the lines 𝑖 and 𝑖 + 1 in the arrangement in Eq. (4)
for 1 ≤ 𝑖 ≤ 𝑛 − 1. If we swap the positions of the two cards that
make up the commitment to 𝑥𝑖 on the line 𝑖 and swap the positions
of the two cards that make up the commitment to 𝑥𝑖+1 on the line
𝑖 + 1, the former one becomes a commitment to 𝑥𝑖 and the latter
one becomes a commitment to 𝑥𝑖+1:

𝑖 : ? ?︸ ︷︷ ︸
𝑥𝑖

𝑖 + 1 : ? ?︸ ︷︷ ︸
𝑥𝑖+1

(5)

Because swapping in the lines 𝑖 and 𝑖+1 is synchronized, performing
procedure B on the whole from this state still yields a commitment
to 𝑥1 ⊕ 𝑥2 ⊕ · · · ⊕ 𝑥𝑛 . Therefore, applying the following shuffle to
the lines 𝑖 and 𝑖 + 1 in the arrangement in Eq. (4) does not affect the
output of procedure B:

𝑖 :
1
?

2
?

𝑖 + 1 :
3
?

4
?

→

1
?

2
?

3
?

4
?

or

2
?

1
?

4
?

3
?

(6)

We call this the shuffle T𝑖 (which was used in the Mizuki–Sone XOR
protocol [21]). In our proposed XOR protocol, we use the shuffles
T1,T2, · · · ,T𝑛−1 to randomize the commitments.

4.3 Description
We are now ready to describe our proposed XOR protocol. Given 𝑛
commitments as input

? ?︸ ︷︷ ︸
𝑥1

? ?︸ ︷︷ ︸
𝑥2

· · · ? ?︸ ︷︷ ︸
𝑥𝑛

,

the protocol proceeds as follows.
(1) Place the commitments to 𝑥1, . . . , 𝑥𝑛 as shown in the arrange-

ment in Eq. (4).
(2) Combine the 𝑛 − 1 shuffles T1,T2, . . . ,T𝑛−1 defined in Sec-

tion 4.2 into a single shuffle, and apply that shuffle to the
commitments.

(3) For the obtained arrangement, apply the procedure B defined
in Section 4.1. Its output is a commitment to 𝑥1⊕𝑥2⊕· · ·⊕𝑥𝑛

? ?︸ ︷︷ ︸
𝑥1⊕𝑥2⊕···⊕𝑥𝑛

.

As explained in Sections 4.1 and 4.2, the application of any shuffle
T𝑖 to the arrangement in Eq. (4) does not affect the output of proce-
dure B. Therefore, it is clear that a commitment to 𝑥1 ⊕ 𝑥2 · · · ⊕ 𝑥𝑛

is correctly obtained in step 3, which guarantees the correctness of
our protocol.

Furthermore, in this protocol, the cards are turned over only
during the execution of procedure B in step 2, and one commitment
value is revealed for each of the lines from the lines 1 to 𝑛 − 1. For
example, on the first line, the value of 𝑥1 ⊕ 𝑟1 is revealed, where
𝑟1 is a uniformly distributed random bit generated by the shuffle
T1. Therefore, even if the value of this commitment is revealed,
the value of the input 𝑥1 is not leaked. In the same way, the value
revealed on the line 𝑖 , 2 ≤ 𝑖 ≤ 𝑛 − 1, is (𝑥1 ⊕ · · · ⊕ 𝑥𝑖 ) ⊕ 𝑟𝑖 , and
because 𝑟𝑖 is a random bit, the value of the input is not leaked.
Hence, our proposed protocol is information-theoretically secure,
and the security of the protocol is confirmed.

5 DISCUSSION
In this section, we discuss some issues related to our two single-
shuffle protocols presented in Sections 3 and 4.

5.1 Optimality
Because we need 2𝑛 cards for describing an 𝑛-bit input (as long as
we follow the two-card per-bit encoding), our𝑛-input XOR protocol,
which uses exactly 2𝑛 cards, is optimal in the sense that the number
of required cards is minimum.

By contrast, our𝑛-input AND protocol uses 4𝑛−2 cards (meaning
that it requires 2𝑛 − 2 helping cards). Therefore, we have a natural
question whether there exists a single-shuffle AND protocol using
fewer than 4𝑛 − 2 cards.

Let us consider the case of 𝑛 = 2. Then, our two-input AND
protocol (which is the same as the Mizuki–Sone AND protocol [21])
uses six cards. On the other hand, Koch, Walzer, and Härtel [10]
proved that any finite-runtime two-input AND protocol requires
five cards. Therefore, the gap between the upper and lower bounds
currently known is one: It is open to determine whether a five-
card single-shuffle AND protocol is possible or not. For 𝑛 ≥ 3,
finding/proving optimal single-shuffle 𝑛-input AND protocols will
be an important open problem, as well; a promising technique
to obtain lower bounds on the number of required cards would
be the “backwards calculus” developed by Koch [6]. (In addition,
‘Table 4’ shown in [8] may be useful to narrow down permutations
to consider.)

5.2 Non-committed Output
Our proposed protocols as well as the Shinagawa–Nuida generic
constructions [33] produce as output a commitment to the value of
a predetermined function (such as the AND and XOR functions).
If we allow the output to be any kind of encoding, we have a
(4𝑛 − 3)-card single-shuffle 𝑛-input AND protocol; specifically, in
the arrangement (1), if we replace the 𝑛-th line with

?︸︷︷︸
0

?︸︷︷︸
𝑥𝑛

,

where we adopt the one-card encoding: ♣ = 0, ♥ = 1, then we
can obtain the AND value based on the one-card encoding scheme
above. Thus, by admitting a non-committed output, we can reduce
the number of required cards for AND by one.



It should be noted that, from the non-committed four-card AND
protocol given in [18], we can have a four-card non-committed
single-shuffle AND protocol by combining the two shuffles used
there; therefore, for the case of 𝑛 = 2, this single-shuffle AND
protocol is optimal in terms of required cards.

5.3 Two Pile-scramble Shuffles with Batching
As seen in Sections 3 and 4, we have constructed our single-shuffle
protocols by combining a bunch of pile-scramble shuffles, so that
the resulting single shuffle is very complicated and is no longer
practical. If we want to stick to the pile-scramble shuffles, there is a
nice solution: the batching technique developed also by Shinagawa
and Nuida [33].

Briefly, the batching technique enables us to implement a number
of “pair-wise disjoint” pile-scramble shuffles by applying one pile-
scramble shuffle with the help of additional cards. This technique
can be applied to our two protocols, as follows. Remember the
shuffles S1,S2, . . . ,S𝑛−1 appearing our AND protocol; because the
shufflesS1,S3,S5, . . . are pair-wise disjoint, the batching technique
enables us to implement these shuffles by a single pile-scramble
shuffle. The same is true forS2,S4,S6, . . .. Therefore, we can obtain
an AND protocol using only two pile-scramble shuffles; in this case,
we need (4𝑛 + 2⌊𝑛2 ⌋ ⌈log2 ⌊

𝑛
2 ⌋⌉) cards in total. Similarly, we can

obtain an XOR protocol which uses only two pile-scramble shuffles
if we accept (2𝑛 + 2⌊𝑛2 ⌋ ⌈log2 ⌊

𝑛
2 ⌋⌉) cards in total.

6 CONCLUSION
Shinagawa and Nuida [33] showed that, surprisingly, an arbitrary
function can be computed with only one shuffle, based on the
idea of Yao’s garbled circuit. In this study, by focusing on specific
functions, we tried to reduce the number of required cards while
keeping the number of shuffles at one, and showed that the 𝑛-input
AND function and the 𝑛-input XOR function can be computed with
4𝑛− 2 cards and 2𝑛 cards, respectively. Because the existing generic
protocol requires 26𝑛 − 24 cards to perform the same computations,
in a sense, we succeeded in reducing the number of cards.

It is natural in a sense that the number of cards can be reduced
by losing the advantage of being generic, but the problem of how
far the number of cards can be reduced under the condition that
applying a shuffle is allowed only once is considered to be one of
the most important themes in clarifying the computational limits
of card-based cryptography.

In the future, it is expected that our technique will be extended
to functions other than AND and XOR. Because there is a gap
between the AND and XOR computations in regard to the number
of cards required by our protocols as discussed in Section 5, it is
also worthwhile to examine whether this gap is inherent or not.
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