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Abstract. In card-based cryptography for performing secure computation, af-
ter each player places an input commitment consisting of two face-down cards,
all players cooperate to manipulate a sequence of cards according to a protocol.
In the presence of a malicious player who does not follow the protocol, prior
work has considered the active card-revealing attack and defined the t-secureness
as the ability to prevent information about the input from being leaked even if
at most t cards are turned over illegally. In this paper, we first propose an effi-
cient 1-secure AND protocol: our proposed protocol uses only eight cards and
one shuffle, whereas the existing protocol requires 16 cards and eight shuffles.
Our 1-secure AND protocol is quite simple and easy to implement. We next de-
sign a committed-format 1-secure AND protocol by adding four more cards; a
committed-format protocol produces its output in the same format as its inputs.

Keywords: Card-based cryptography · Secure computation · Card-revealing at-
tack.

1 Introduction

Secure computations, which involve performing computations while keeping the in-
puts secret, have been extensively studied and developed (e.g. [4, 32, 46]). Many se-
cure computation protocols have been devised in the field of card-based cryptogra-
phy [11, 21, 26, 38]; such a card-based protocol uses a deck of cards to physically per-
form a secure computation. Most of the existing card-based protocols assume that all
players are semi-honest. Therefore, if a malicious player cheats without following the
protocol, the confidentiality of the input, i.e., the security of such protocols, is generally
compromised. There have been several studies that address such issues [12,16,25,42]);
among them, this paper focuses on the “active card-revealing attack” formulated by
Takashima et al. [42].
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1.1 Active Card-Revealing Attack

Takashima et al. [42] introduced an active attack assumption, considering a situation
in which an attacker is willing to turn over cards illegally and does not hesitate even if
detected, which they call the active card-revealing attack.

Card-based protocols that implement secure computations typically use black ♣
and red r cards, and handle bit values according to the following encoding rule:

♣ r = 0, r ♣ = 1. (1)

Two cards placed face down according to this encoding (1) for a given bit x ∈ {0, 1} are
called a commitment to x, and expressed as

? ?︸︷︷︸
x

,

where the pattern on the back of every card is assumed to be the same ? throughout
this paper.

Typically, each player participating in a protocol secretly creates a commitment to
their own private bit (unseen by other players). For example, suppose that Alice and Bob
have private bits a ∈ {0, 1} and b ∈ {0, 1}, respectively, and wish to securely compute
their AND value a ∧ b. In this case, they first each make input commitments secretly:

? ?︸︷︷︸
a

? ?︸︷︷︸
b

.

The first card-based protocol in history, namely the five-card trick [2] invented by Den
Boer, adds one red card r between the two commitments and outputs only the value of
a ∧ b:

? ?︸︷︷︸
a

r ? ?︸︷︷︸
b

→ · · · → a ∧ b,

although the detailed steps are omitted here.
If an active card-revealing attack were to be launched against this protocol, turning

over one of the cards comprising the input commitments would immediately reveal
whether one of the private inputs of Alice and Bob is 0 or 1. Therefore, not only the five-
card trick, but also any protocol that prepares and places input commitments according
to the encoding rule (1) is not secure against illegally revealing a single card.

Thus, Takashima et al. [42] defined the “t-secureness” as the property that no infor-
mation about the input is leaked even if at most t cards are turned over illegally, and they
constructed protocols that satisfy this requirement. We assume here that once a mali-
cious player illegally turns over some cards, the protocol is stopped (and the players do
not execute the remaining steps).

1.2 The Existing Protocols

As seen in Section 1.1, if Alice places a commitment

? ?︸︷︷︸
a
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to her own private input a ∈ {0, 1} on the table, it is no longer 1-secure (because reveal-
ing one card would immediately leak the value of a). To solve this issue, Takashima et
al. [42] utilized the idea of secret sharing [37]. Specifically, instead of creating a single
commitment to a, Alice randomly generates two bits a1 and a2 such that a = a1 ⊕ a2 to
split a into two “shares,” and places these two commitments as Alice’s input:

? ?︸︷︷︸
a1

? ?︸︷︷︸
a2

.

In this case, the value of a is not leaked even if at most one card is turned over. In this
paper, these four cards are referred to as a split commitment to a, and a1 and a2 are
referred to as shares or share commitments. We sometimes denote a split commitment
to x ∈ {0, 1} by

? ? ? ?︸    ︷︷    ︸
x

.

Based on the above idea, Takashima et al. [42] proposed a 1-secure AND protocol
using 16 cards and 8 shuffles. Note that each of Alice’s and Bob’s split commitments
uses four cards as described above, and hence we require eight additional cards:

? ? ? ?︸    ︷︷    ︸
a

? ? ? ?︸    ︷︷    ︸
b

♣ r ♣ r ♣ r ♣ r .

We will introduce this protocol in Section 2.
In addition, for t ≥ 2, Takashima et al. [42] proposed a t-secure AND protocol using

8t + 12 cards and 2t2 + 7t + 2 shuffles.
These existing protocols require multiple runs of the other existing protocols, such

as the copy protocol [27] and the AND protocol [25], making them more complex to
execute compared to the other AND protocols that do not consider the t-secureness
(e.g. [2, 20, 27, 40]). Therefore, it is desirable to develop protocols that can be executed
more easily. Especially, a simpler 1-secure AND protocol using fewer cards and shuffles
is solicited.

1.3 Our Contribution

In this paper, we first propose a new 1-secure AND protocol based on a different idea
from the existing protocol. Like the existing protocol, our protocol uses eight cards for
input split commitments to Alice’s private bit a and Bob’s private bit b, but does not
require any additional cards; the number of shuffles is only one:

? ? ? ?︸    ︷︷    ︸
a

? ? ? ?︸    ︷︷    ︸
b

→ one shuffle → a ∧ b .

As will be seen in Section 3, this protocol, which we call Protocol A, is extremely
simple, and thus, it is easy to implement.

We next present another protocol, called Protocol B, which produces as output a
split commitment to a ∧ b, given two split commitments to a and b:

? ? ? ?︸    ︷︷    ︸
a

? ? ? ?︸    ︷︷    ︸
b

♣ r ♣ r → · · · → ? ? ? ?︸    ︷︷    ︸
a∧b

.
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Thus, Protocol B requires four additional cards aside from the eight cards for input split
commitments. As will be seen in Section 4, it uses two shuffles. Protocol B is classified
as a committed-format protocol (because it produces a commitment). A committed-
format protocol is useful; for example, executing Protocol B repeatedly n − 1 times
provides us a secure computation of the n-variable AND function. Note that neither
Protocol A nor the existing protocols given by Takashima et al. [42] are committed-
format ones.

Table 1 shows the numbers of required cards and shuffles for the existing 1-secure
AND protocol and ours. Both of our protocols, i.e., Protocols A and B, can be executed
with fewer cards and fewer shuffles than the existing protocol.

Table 1. Comparison of 1-secure AND protocols

# of cards # of shuffles committed

Takashima et al. [42] 16 8 no

Our Protocol A (§3) 8 1 no

Our Protocol B (§4) 12 2 yes

Although we omit the details due to the page limitation, our Protocol B can be
extended to a t-secure AND protocol for any t ≥ 2.

1.4 Situations of Use of t-Secure Protocols

Here, we mention three scenarios where t-secure protocols would be useful.

– Suppose that Bob has malicious intent when Alice and Bob execute a protocol;
then, he illegally flips at most t cards. In this case, Alice’s input is not leaked (thanks
to the t-secureness). Since the trust between Alice and Bob is lost, the protocol will
never be executed by these two again.

– Even if a malicious third party illegally flips at most t cards, neither Alice’s nor
Bob’s input will be leaked. After the third party is dismissed, both the players restart
the protocol with new input commitments.

– A simple mistake, in which a player unintentionally flips over a few cards during
a card operationiv, is common, especially among players who are not familiar with
card operations. In this case, neither Alice nor Bob’s input is leaked (as long as the
number of mistakenly opened cards is at most t). Each player then makes a new
input commitment and restarts the protocol from the beginning.

1.5 Related Work

As mentioned above, several studies have explored active attacks or related concepts.
Koch and Walzer [12] addressed active attacks on card-based protocols, focusing on the
iv Another operative error was discussed in [22].
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use of envelopes to prevent malicious actions. Manabe and Ono [16] also employed en-
velopes to construct protocols resistant to malicious players. Mizuki and Shizuya [25]
considered information leakage due to scuff marks on cards and proposed countermea-
sures. Morooka et al. [28] presented three-player protocols designed to prevent mali-
cious actions by observers.

Card-based cryptography is a dynamic field with a growing body of research. Re-
cent areas of interest include: zero-knowledge proof protocols for Sudoku [44], other
puzzles [5,6,19,31,34,36], games [15], and graph problems [43]; private set intersection
protocols [3]; private-model protocols using standard decks [10,17,29]; applications of
3D printers [8]; shuffle-efficient protocols based on garbled circuit [30, 45]; efficient
protocols for symmetric functions [33, 41]; and applications to card games [23, 35, 39].

1.6 Organization of This Paper

The remainder of this paper is organized as follows. In Section 2, we describe the ex-
isting 1-secure AND protocol [42]. Next, in Section 3, we present a new 1-secure AND
protocol (i.e., Protocol A), which is much simpler than the existing protocols. Then, in
Section 4, we develop a committed-format 1-secure AND protocol (i.e., Protocol B).
Finally, in Section 5, we conclude with our results.

2 Existing 1-Secure Protocol

In this section, we introduce the 1-secure AND protocol proposed by Takashima et
al. [42].

As noted above, this protocol uses the idea of secret sharing to conceal the value of
each player’s input bit. That is, instead of directly creating a commitment to a based on
the encoding rule (1), Alice splits her private bit as in a = a1 ⊕ a2, and creates a split
commitment to a:

? ?︸︷︷︸
a1

? ?︸︷︷︸
a2

= ? ? ? ?︸    ︷︷    ︸
a

.

For example, if a = 1, there are two options: (a1, a2) = (1, 0) and (a1, a2) = (0, 1), from
which Alice chooses one uniformly at random. Similarly, Bob creates a split commit-
ment to b satisfying b = b1 ⊕ b2:

? ?︸︷︷︸
b1

? ?︸︷︷︸
b2

= ? ? ? ?︸    ︷︷    ︸
b

.

With these split commitments, if one of their cards is illegally turned over, only one
of the shares that make up a or b will be known, and hence, the values of a and b them-
selves cannot be identified from therev. Given such two split commitments along with
eight additional cards, the existing 1-secure AND protocol [42] proceeds as follows.

The Existing 1-Secure AND Protocol [42]

v As assumed, once a card is turned over illegally, the protocol is stopped immediately.
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1. Place the two input split commitments, i.e., four share commitments, as follows:

? ?︸︷︷︸
a1

? ?︸︷︷︸
a2

? ?︸︷︷︸
b1

? ?︸︷︷︸
b2

.

2. Duplicate each of the share commitments to b1 and b2 using the existing copy
protocol [27] (which requires four free cards ♣ r ♣ r ):

? ?︸︷︷︸
a1

? ?︸︷︷︸
a2

? ?︸︷︷︸
b1

? ?︸︷︷︸
b2

−→ ? ?︸︷︷︸
a1

? ?︸︷︷︸
a2

? ?︸︷︷︸
b1

? ?︸︷︷︸
b2

? ?︸︷︷︸
b1

? ?︸︷︷︸
b2

.

3. Obtain commitments to a1 ∧ b1 and a1 ∧ b2 from commitments to a1, b1, and b2

using the existing AND protocol [25] (which requires four free cards ♣ r ♣ r );
similarly, obtain commitments to a2 ∧ b1 and a2 ∧ b2:

? ?︸︷︷︸
a1

? ?︸︷︷︸
b1

? ?︸︷︷︸
b2

? ?︸︷︷︸
a2

? ?︸︷︷︸
b1

? ?︸︷︷︸
b2

−→ ? ?︸︷︷︸
a1∧ b1

? ?︸︷︷︸
a1∧ b2

? ?︸︷︷︸
a2∧ b1

? ?︸︷︷︸
a2∧ b2

.

4. Use the 4-bit XOR sub-protocol (see [42] for details) to compute (a1 ∧ b1) ⊕ (a1 ∧

b2) ⊕ (a2 ∧ b1) ⊕ (a2 ∧ b2), which is equal to a ∧ b.

This is the 1-secure AND protocol proposed by Takashima et al. [42]. This protocol
requires eight additional cards in addition to eight cards for input split commitments.
Therefore, the total number of required cards is 16. The number of required shuffles is
eight although the details are omitted (see [42]).

In the next section, we present a very simple 1-secure AND protocol that can be
executed with only eight cards and one shuffle.

3 Our Simple 1-Secure AND Protocol

In this section, we propose a simple 1-secure AND protocol that does not require any
additional cards and uses only one shuffle (namely, Protocol A shown in Table 1).

In Section 3.1, we discuss the idea behind our protocol. We then describe the pro-
tocol in Section 3.2 and its pseudocode in Section 3.3. In Section 3.4, we show the
correctness and security of our protocol.

3.1 Idea

In this subsection, we briefly explain the idea behind our protocol.
Assume that we have two split commitments:

? ? ? ?︸    ︷︷    ︸
a

? ? ? ?︸    ︷︷    ︸
b

.

Remember that the four cards of each split commitment satisfy the following patterns,
depending on its value:
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0 1

♣ r ♣ r or r ♣ r ♣ ♣ r r ♣ or r ♣ ♣ r

For example, if a = 0, the four cards are ♣r♣r or r♣r♣ (each occurs with a probability
of 1/2).

Let us exchange the positions of the second and third cards of the split commitment
to a:

1
?

2
?

3
?

4
?︸    ︷︷    ︸

a

? ? ? ?︸    ︷︷    ︸
b

→
1
?

3
?

2
?

4
? ? ? ? ?︸    ︷︷    ︸

b

,

where we attach numbers (from 1 to 4) to the four cards for convenience sake. Then,
the four cards (related to a) become as follows:

a = 0 a = 1

♣ r ♣ r → ♣ ♣ r r ♣ r r ♣ → ♣ r r ♣

r ♣ r ♣ → r r ♣ ♣ r ♣ ♣ r → r ♣ ♣ r

Now let us compare the four-card sequence related to a with the four-card sequence
of the split commitment to b; especially, focus on the Hamming distance (which can
be naturally defined, based on {♣,r}). For instance, the Hamming distance between
♣♣rr (a = 0) and ♣r♣r (b = 0) is 2. Somewhat surprisingly, when a ∧ b = 0, the
Hamming distance is always 2. Furthermore, when a ∧ b = 1, the Hamming distance is
either 0 or 4. The following table enumerates the Hamming distances for all cases:

b
a
♣♣rr rr♣♣ ♣rr♣ r♣♣r

♣r♣r 2 2 2 2
r♣r♣ 2 2 2 2
♣rr♣ 2 2 0 4
r♣♣r 2 2 4 0

Thus, the Hamming distance between these two four-card sequences tells us the
value of a ∧ b. Since we want to know only the Hamming distance, we will apply a
shuffle while keeping their distance unchanged, as will be seen in the next subsection.

3.2 Description of Protocol

In this subsection, we give a complete description of our 1-secure AND protocol.
Given split commitments to a and b, our protocol proceeds as follows.

1. After placing the input split commitments as below, swap the second and third cards
of the split commitment to a and make four two-card piles as follows:

1
?

2
?

3
?

4
?︸    ︷︷    ︸

a

? ? ? ?︸    ︷︷    ︸
b

→

1
?

3
?

2
?

4
?

? ? ? ?︸    ︷︷    ︸
b

→
? ? ? ?

? ? ? ?
.
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2. Apply a pile-scramble shuffle [7]: ? ? ? ?

? ? ? ?

→ ? ? ? ?

? ? ? ?
,

which permutes the four two-card piles uniformly at random, resulting in one of
the 4! possibilities with a probability of 1/4!. Note that the Hamming distance
between the upper four-card sequence and the lower four-card sequence has been
unchanged. (This shuffle can be implemented, for example, by placing each pile of
cards in an envelope and stirring the four envelopes uniformly at random.)

3. Turn over all the cards, and let HD be the Hamming distance between the upper and
lower four-card sequences. If HD = 0 or HD = 4, then a ∧ b = 1; if HD = 2, then
a ∧ b = 0.

This is our 1-secure AND protocol. It uses only eight cards and one pile-scramble
shuffle.

Our 1-secure AND protocol works correctly and securely because the Hamming
distance surely reveals the value of a∧ b and the pile-scramble shuffle erases any infor-
mation more than the value of a ∧ b. Moreover, the active card-revealing attack can be
done at Step 1 or 2, but revealing a single card does not leak any information about a or
b. A more formal treatment will be given in the following subsections.

3.3 Pseudocode

In this subsection, we describe our protocol more formally, based on the computational
model of card-based protocols [24].

In general, a protocol is supposed to achieve a desired functionality by permuting,
shuffling, and/or turning over cards. We explain these three actions briefly: (perm, π)
permutes the sequence of cards according to a given permutation π; given a set of
permutations Π , (shuf, Π) chooses π ∈ Π uniformly at random and applies π to the
sequence of cards; and (turn,T ) turns over every t-th card with t ∈ T , given a set T of
indices.

The following is a pseudocode of our 1-secure AND protocol, where PSS(4,2) rep-
resents the permutation set corresponding to the pile-scramble shuffle for four two-card
piles.

Input:
? ? ? ?︸    ︷︷    ︸

a

? ? ? ?︸    ︷︷    ︸
b

1: (perm, (2 3))
2: (perm, (2 3 5) (4 7 6))
3: (shuf,PSS(4,2))

4: (turn, {1, 2, 3, 4, 5, 6, 7, 8})
5: if HD = 2 then
6: (result, ”a ∧ b = 0”)
7: else
8: (result, ”a ∧ b = 1”)
9: end if
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♣♣♥♥ ♣♥♣♥ (
𝑝00

4
, 0,0,0) ♣♥♥♣ ♣♥♣♥ (0,0,

𝑝10

4
, 0)

♣♣♥♥ ♥♣♥♣ (
𝑝00

4
, 0,0,0) ♣♥♥♣ ♥♣♥♣ (0,0,

𝑝10

4
, 0)

♥♥♣♣ ♣♥♣♥ (
𝑝00

4
, 0,0,0) ♥♣♣♥ ♣♥♣♥ (0,0,

𝑝10

4
, 0)

♥♥♣♣ ♥♣♥♣ (
𝑝00

4
, 0,0,0) ♥♣♣♥ ♥♣♥♣ (0,0,

𝑝10

4
, 0)

(perm, (2 3 5)(4 7 6))

♣♣ ♣♥ ♥♣ ♥♥ (
𝑝00

4
, 0,0,0) ♣♣ ♥♥ ♥♣ ♣♥ (0,0,

𝑝10

4
, 0)

♣♥ ♣♣ ♥♥ ♥♣ (
𝑝00

4
, 0,0,0) ♣♥ ♥♣ ♥♥ ♣♣ (0,0,

𝑝10

4
, 0)

♥♣ ♥♥ ♣♣ ♣♥ (
𝑝00

4
, 0,0,0) ♥♣ ♣♥ ♣♣ ♥♥ (0,0,

𝑝10

4
, 0)

♥♥ ♥♣ ♣♥ ♣♣ (
𝑝00

4
, 0,0,0) ♥♥ ♣♣ ♣♥ ♥♣ (0,0,

𝑝10

4
, 0)

♣♣ ♣♥ ♥♣ ♥♥ (
𝑝00

𝑝00+𝑝01+𝑝10
,

𝑝01

𝑝00+𝑝01+𝑝10
,

𝑝10

𝑝00+𝑝01+𝑝10
, 0)

(shuf, PSS(4,2))

♣♥♣♥ ♣♥♣♥ (
𝑝00

4
, 0,0,0) ♣♥♥♣ ♣♥♣♥ (0,0,

𝑝10

4
, 0)
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4
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𝑝00

4
, 0,0,0) ♥♣♣♥ ♥♣♥♣ (0,0,

𝑝10

4
, 0)

(perm, (2 3))
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𝑝00
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24
, 0)
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𝑝00
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,
𝑝01
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,
𝑝10
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, 0)

♣♣ ♣♣ ♥♥ ♥♥ (0,0,0,
𝑝11

12
)

♣♣ ♥♥ ♣♣ ♥♥ (0,0,0,
𝑝11

12
)
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♣♥ ♥♣ ♣♥ ♥♣ (0,0,0,
𝑝11

12
)

♣♥ ♥♣ ♥♣ ♣♥ (0,0,0,
𝑝11

12
)

♥♣ ♣♥ ♣♥ ♥♣ (0,0,0,
𝑝11

12
)

♥♣ ♣♥ ♥♣ ♣♥ (0,0,0,
𝑝11

12
)

♥♣ ♥♣ ♣♥ ♣♥ (0,0,0,
𝑝11

12
)

♥♥ ♣♣ ♣♣ ♥♥ (0,0,0,
𝑝11

12
)

♥♥ ♣♣ ♥♥ ♣♣ (0,0,0,
𝑝11

12
)

♥♥ ♥♥ ♣♣ ♣♣ (0,0,0,
𝑝11

12
)

(turn, {1, 2, 3, 4, 5, 6, 7, 8})

♣♣ ♣♣ ♥♥ ♥♥ (0,0,0,1)

♣♣ ♣♥ ♥♥ ♥♣ (
𝑝00

𝑝00+𝑝01+𝑝10
,

𝑝01

𝑝00+𝑝01+𝑝10
,

𝑝10

𝑝00+𝑝01+𝑝10
, 0)

♣♣ ♥♣ ♣♥ ♥♥ (
𝑝00

𝑝00+𝑝01+𝑝10
,

𝑝01

𝑝00+𝑝01+𝑝10
,

𝑝10

𝑝00+𝑝01+𝑝10
, 0)

♣♣ ♥♣ ♥♥ ♣♥ (
𝑝00

𝑝00+𝑝01+𝑝10
,

𝑝01

𝑝00+𝑝01+𝑝10
,

𝑝10

𝑝00+𝑝01+𝑝10
, 0)

♣♣ ♥♥ ♣♥ ♥♣ (
𝑝00

𝑝00+𝑝01+𝑝10
,

𝑝01

𝑝00+𝑝01+𝑝10
,

𝑝10

𝑝00+𝑝01+𝑝10
, 0)

♣♣ ♥♥ ♥♣ ♣♥ (
𝑝00

𝑝00+𝑝01+𝑝10
,

𝑝01

𝑝00+𝑝01+𝑝10
,

𝑝10

𝑝00+𝑝01+𝑝10
, 0)

♣♥ ♣♣ ♥♣ ♥♥ (
𝑝00

𝑝00+𝑝01+𝑝10
,

𝑝01

𝑝00+𝑝01+𝑝10
,

𝑝10

𝑝00+𝑝01+𝑝10
, 0)

♣♥ ♣♣ ♥♥ ♥♣ (
𝑝00

𝑝00+𝑝01+𝑝10
,

𝑝01

𝑝00+𝑝01+𝑝10
,

𝑝10

𝑝00+𝑝01+𝑝10
, 0)

♣♥ ♥♣ ♣♣ ♥♥ (
𝑝00

𝑝00+𝑝01+𝑝10
,

𝑝01

𝑝00+𝑝01+𝑝10
,

𝑝10

𝑝00+𝑝01+𝑝10
, 0)

♣♥ ♥♣ ♥♥ ♣♣ (
𝑝00

𝑝00+𝑝01+𝑝10
,

𝑝01

𝑝00+𝑝01+𝑝10
,

𝑝10

𝑝00+𝑝01+𝑝10
, 0)

♣♥ ♥♥ ♣♣ ♥♣ (
𝑝00

𝑝00+𝑝01+𝑝10
,

𝑝01

𝑝00+𝑝01+𝑝10
,

𝑝10

𝑝00+𝑝01+𝑝10
, 0)

♣♥ ♥♥ ♥♣ ♣♣ (
𝑝00

𝑝00+𝑝01+𝑝10
,

𝑝01

𝑝00+𝑝01+𝑝10
,

𝑝10

𝑝00+𝑝01+𝑝10
, 0)

♥♣ ♣♣ ♣♥ ♥♥ (
𝑝00

𝑝00+𝑝01+𝑝10
,

𝑝01

𝑝00+𝑝01+𝑝10
,

𝑝10

𝑝00+𝑝01+𝑝10
, 0)

♥♣ ♣♣ ♥♥ ♣♥ (
𝑝00

𝑝00+𝑝01+𝑝10
,

𝑝01

𝑝00+𝑝01+𝑝10
,

𝑝10

𝑝00+𝑝01+𝑝10
, 0)

♥♣ ♣♥ ♣♣ ♥♥ (
𝑝00

𝑝00+𝑝01+𝑝10
,

𝑝01

𝑝00+𝑝01+𝑝10
,

𝑝10

𝑝00+𝑝01+𝑝10
, 0)

♥♣ ♣♥ ♥♥ ♣♣ (
𝑝00

𝑝00+𝑝01+𝑝10
,

𝑝01

𝑝00+𝑝01+𝑝10
,

𝑝10

𝑝00+𝑝01+𝑝10
, 0)

♥♣ ♥♥ ♣♣ ♣♥ (
𝑝00

𝑝00+𝑝01+𝑝10
,

𝑝01

𝑝00+𝑝01+𝑝10
,

𝑝10

𝑝00+𝑝01+𝑝10
, 0)

♥♣ ♥♥ ♣♥ ♣♣ (
𝑝00

𝑝00+𝑝01+𝑝10
,

𝑝01

𝑝00+𝑝01+𝑝10
,

𝑝10

𝑝00+𝑝01+𝑝10
, 0)

♥♥ ♣♣ ♣♥ ♥♣ (
𝑝00

𝑝00+𝑝01+𝑝10
,

𝑝01

𝑝00+𝑝01+𝑝10
,

𝑝10

𝑝00+𝑝01+𝑝10
, 0)

♥♥ ♣♣ ♥♣ ♣♥ (
𝑝00

𝑝00+𝑝01+𝑝10
,

𝑝01

𝑝00+𝑝01+𝑝10
,

𝑝10

𝑝00+𝑝01+𝑝10
, 0)

♥♥ ♣♥ ♣♣ ♥♣ (
𝑝00

𝑝00+𝑝01+𝑝10
,

𝑝01

𝑝00+𝑝01+𝑝10
,

𝑝10

𝑝00+𝑝01+𝑝10
, 0)

♥♥ ♣♥ ♥♣ ♣♣ (
𝑝00

𝑝00+𝑝01+𝑝10
,

𝑝01

𝑝00+𝑝01+𝑝10
,

𝑝10

𝑝00+𝑝01+𝑝10
, 0)

♥♥ ♥♣ ♣♣ ♣♥ (
𝑝00

𝑝00+𝑝01+𝑝10
,

𝑝01

𝑝00+𝑝01+𝑝10
,

𝑝10

𝑝00+𝑝01+𝑝10
, 0)

♥♥ ♥♣ ♣♥ ♣♣ (
𝑝00

𝑝00+𝑝01+𝑝10
,

𝑝01

𝑝00+𝑝01+𝑝10
,

𝑝10

𝑝00+𝑝01+𝑝10
, 0)

♣♣ ♥♥ ♣♣ ♥♥ (0,0,0,1)

♣♣ ♥♥ ♥♥ ♣♣ (0,0,0,1)

♣♥ ♣♥ ♥♣ ♥♣ (0,0,0,1)

♣♥ ♥♣ ♣♥ ♥♣ (0,0,0,1)

♣♥ ♥♣ ♥♣ ♣♥ (0,0,0,1)

♥♣ ♣♥ ♣♥ ♥♣ (0,0,0,1)

♥♣ ♣♥ ♥♣ ♣♥ (0,0,0,1)

♥♣ ♥♣ ♣♥ ♣♥ (0,0,0,1)

♥♥ ♣♣ ♣♣ ♥♥ (0,0,0,1)

♥♥ ♣♣ ♥♥ ♣♣ (0,0,0,1)

♥♥ ♥♥ ♣♣ ♣♣ (0,0,0,1)

♥♣ ♣♣ ♣♥ ♥♥ (
𝑝00

24
,
𝑝01

24
,
𝑝10

24
, 0)

♥♣ ♣♣ ♥♥ ♣♥ (
𝑝00

24
,
𝑝01

24
,
𝑝10

24
, 0)

♥♣ ♣♥ ♣♣ ♥♥ (
𝑝00

24
,
𝑝01

24
,
𝑝10

24
, 0)

♥♣ ♣♥ ♥♥ ♣♣ (
𝑝00

24
,
𝑝01

24
,
𝑝10

24
, 0)

♥♣ ♥♥ ♣♣ ♣♥ (
𝑝00

24
,
𝑝01

24
,
𝑝10

24
, 0)

♥♣ ♥♥ ♣♥ ♣♣ (
𝑝00

24
,
𝑝01

24
,
𝑝10

24
, 0)

♥♥ ♣♣ ♣♥ ♥♣ (
𝑝00

24
,
𝑝01

24
,
𝑝10

24
, 0)

♥♥ ♣♣ ♥♣ ♣♥ (
𝑝00

24
,
𝑝01

24
,
𝑝10

24
, 0)

♥♥ ♣♥ ♣♣ ♥♣ (
𝑝00

24
,
𝑝01

24
,
𝑝10

24
, 0)

♥♥ ♣♥ ♥♣ ♣♣ (
𝑝00

24
,
𝑝01

24
,
𝑝10

24
, 0)

♥♥ ♥♣ ♣♣ ♣♥ (
𝑝00

24
,
𝑝01

24
,
𝑝10

24
, 0)

♥♥ ♥♣ ♣♥ ♣♣ (
𝑝00

24
,
𝑝01

24
,
𝑝10

24
, 0)

♣♥♣♥ ♣♥♥♣ (0,
𝑝01

4
, 0,0) ♣♥♥♣ ♣♥♥♣ (0,0,0,

𝑝11

4
)

♣♥♣♥ ♥♣♣♥ (0,
𝑝01

4
, 0,0) ♣♥♥♣ ♥♣♣♥ (0,0,0,

𝑝11

4
)

♥♣♥♣ ♣♥♥♣ (0,
𝑝01

4
, 0,0) ♥♣♣♥ ♣♥♥♣ (0,0,0,

𝑝11

4
)

♥♣♥♣ ♥♣♣♥ (0,
𝑝01

4
, 0,0) ♥♣♣♥ ♥♣♣♥ (0,0,0,

𝑝11

4
)

♣♣♥♥ ♣♥♥♣ (0,
𝑝01

4
, 0,0) ♣♥♥♣ ♣♥♥♣ (0,0,0,

𝑝11

4
)

♣♣♥♥ ♥♣♣♥ (0,
𝑝01

4
, 0,0) ♣♥♥♣ ♥♣♣♥ (0,0,0,

𝑝11

4
)

♥♥♣♣ ♣♥♥♣ (0,
𝑝01

4
, 0,0) ♥♣♣♥ ♣♥♥♣ (0,0,0,

𝑝11

4
)

♥♥♣♣ ♥♣♣♥ (0,
𝑝01

4
, 0,0) ♥♣♣♥ ♥♣♣♥ (0,0,0,

𝑝11

4
)

♣♣ ♣♥ ♥♥ ♥♣ (0,
𝑝01

4
, 0,0) ♣♣ ♥♥ ♥♥ ♣♣ (0,0,0,

𝑝11

4
)

♣♥ ♣♣ ♥♣ ♥♥ (0,
𝑝01

4
, 0,0) ♣♥ ♥♣ ♥♣ ♣♥ (0,0,0,

𝑝11

4
)

♥♣ ♥♥ ♣♥ ♣♣ (0,
𝑝01

4
, 0,0) ♥♣ ♣♥ ♣♥ ♥♣ (0,0,0,

𝑝11

4
)

♥♥ ♥♣ ♣♣ ♣♥ (0,
𝑝01

4
, 0,0) ♥♥ ♣♣ ♣♣ ♥♥ (0,0,0,

𝑝11

4
)

Fig. 1. KWH-tree of non-committed-format 1-secure AND protocol

3.4 Correctness and Security

In this subsection, we use the modified version [22] of the KWH-tree [13] to show the
correctness and security of our protocol more formally. Figure 1 is such a KWH-tree
for our protocol, which we explain, as below.

Let pi j for every (i, j) ∈ {0, 1}2 denote a probability that input (a, b) (of Alice and
Bob) is equal to (i, j). For example, if (a, b) = (0, 0), the input sequence

? ? ? ?︸    ︷︷    ︸
a

? ? ? ?︸    ︷︷    ︸
b

is one of the following four possibilities:

♣r♣r ♣r♣r, ♣r♣r r♣r♣, r♣r♣ ♣r♣r, r♣r♣ r♣r♣;
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each of these occurs with a probability of p00
4 (before the protocol). Thus, we write this

(partial) ‘status’ as

♣r♣r ♣r♣r (p00/4, 0, 0, 0) ♣r♣r r♣r♣ (p00/4, 0, 0, 0)
r♣r♣ ♣r♣r (p00/4, 0, 0, 0) r♣r♣ r♣r♣ (p00/4, 0, 0, 0),

where a four-tuple (q00, q01, q10, q11) along with a card sequence means that the prob-
ability that (a, b) = (i, j) and the card sequence occurs is qi j for every (i, j) ∈ {0, 1}2.
Considering also the remaining three cases (a, b) = (0, 1), (1, 0), (1, 1), we obtain the
topmost box in Fig. 1 as the initial (full) status.

The initial status (and succeeding statuses) are transformed into another status by
an action, such as (perm, (2 3)), (perm, (2 3 5) (4 7 6)), and (shuf,PSS(4,2)), as shown
in Fig. 1. In particular, the final action (turn, {1, 2, 3, 4, 5, 6, 7, 8}) results in 36 “leaf”
statuses.

Note that in each of the topmost four statuses depicted in Fig. 1, the (coordinate-
wise) sum of all tuples is equal to (p00, p01, p10, p11); this guarantees that no information
about the input (a, b) will be leaked. Regarding the 36 leaf statuses, each of them has
only one element, which is either ( p00

p00+p01+p10
, p01

p00+p01+p10
, p10

p00+p01+p10
, 0) or (0, 0, 0, 1); this

guarantees the correctness and also implies that any information other than the value of
a ∧ b will not be leaked.

Now, let us consider an active card-revealing attack. Assume for example that the
leftmost card is illegally turned over after (perm, (2 3)), i.e., apply (turn, {1}) instead of
(perm, (2 3 5) (4 7 6)). Then, we have the following status:

♣♣rr ♣r♣r (p00/2, 0, 0, 0) ♣rr♣ ♣r♣r (0, 0, p10/2, 0)
♣♣rr r♣r♣ (p00/2, 0, 0, 0) ♣rr♣ r♣r♣ (0, 0, p10/2, 0)
♣♣rr ♣rr♣ (0, p01/2, 0, 0) ♣rr♣ ♣rr♣ (0, 0, 0, p11/2)
♣♣rr r♣♣r (0, p01/2, 0, 0) ♣rr♣ r♣♣r (0, 0, 0, p11/2).

Since the (coordinate-wise) sum of all tuples is still equal to (p00, p01, p10, p11), no
information about the input (a, b) is leaked (and the protocol aborts here). This is true
for the other statuses (or the final statuses reveal all the cards), and hence, we can
confirm that our protocol is 1-secure.

4 Our Committed-Format 1-Secure AND Protocol

In this section, we focus on committed-format protocols, which mean that their input
and output formats are consistent. The existing protocol explained in Section 2 and our
simple 1-secure AND protocol presented in Section 3 are not committed-format ones.
Here, we propose a committed-format 1-secure AND protocol that can be executed with
four additional cards (namely, Protocol B in Table 1).

In Section 4.1, we provide the idea behind the protocol. In Section 4.2, we describe
the randomization sub-protocol used in the proposed protocol. The details of the pro-
tocol and its pseudocode are described in Sections 4.3 and 4.4, respectively. We then
confirm its correctness and security in Section 4.5.
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4.1 Idea

First of all, we borrow the idea behind the Mizuki–Sone AND protocol [27], which is
based on the following equation:

a ∧ b =

0 if a = 0,
b if a = 1.

(2)

Thus, we prepare a split commitment to 0 in addition to input split commitments to a
and b:

? ? ? ?︸    ︷︷    ︸
a

? ? ? ?︸    ︷︷    ︸
0

? ? ? ?︸    ︷︷    ︸
b

.

As Eq. (2) implies, depending on the value of a, either 0 or b should be the output
of an AND protocol. Since directly turning over the split commitment to a would leak
its value, it is also necessary to perform randomization as in the Mizuki–Sone AND
protocol. This will be detailed in Section 4.3.

Additionally, since either the split commitment to 0 or the split commitment to b
will be the output, it is necessary to perform randomization to erase prior information
about the orders of the cards in these split commitments. This will be introduced in the
next subsection.

4.2 Randomization Sub-Protocol

As explained in the previous subsection, either a split commitment to 0 or b will be the
output of our protocol. Consider a split commitment to b placed by Bob:

? ? ? ?︸    ︷︷    ︸
b

= ? ?︸︷︷︸
b1

? ?︸︷︷︸
b2

.

Since Bob knows both shares, b1 and b2, of the split commitment to b, he knows whether
it is

? ?︸︷︷︸
b

? ?︸︷︷︸
0

or ? ?︸︷︷︸
b

? ?︸︷︷︸
1

.

To eliminate such Bob’s prior knowledge, we want to add a random bit r1 as follows:

? ?︸︷︷︸
b1⊕ r1

? ?︸︷︷︸
b2⊕ r1

.

Similarly, for a split commitment to 0, we want to add a random bit r2:

? ?︸︷︷︸
0⊕ r2

? ?︸︷︷︸
0⊕ r2

.

In our protocol, since only one of the split commitment to b and the split com-
mitment to 0 is used as output, it is not necessary to use both random bits r1 and r2
simultaneously. Therefore, it suffices to add a common random bit r to both 0 and b.
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The following randomization sub-protocol achieves this: given two split commit-
ments to x and y, it adds a common random bit r.

Randomization Sub-Protocol

1. Given two split commitments to x = x1 ⊕ x2 and y = y1 ⊕ y2:

1
?

2
?︸︷︷︸

x1

3
?

4
?︸︷︷︸

x2

5
?

6
?︸︷︷︸

y1

7
?

8
?︸︷︷︸

y2

,

place each share from top to bottom as follows, and apply a pile-scramble shuf-
fle (i.e., randomize only the column positions while maintaining each of the two
vertical columns on the left and right):

1
?

2
?

3
?

4
?

5
?

6
?

7
?

8
? .

−→



? ?

? ?

? ?

? ?


−→ ? ?︸︷︷︸

x1⊕ r

? ?︸︷︷︸
x2⊕ r

? ?︸︷︷︸
y1⊕ r

? ?︸︷︷︸
y2⊕ r

,

where r is a uniformly distributed random bit, generated by the shuffle.

4.3 Description of Protocol

In this subsection, we present our committed-format 1-secure AND protocol.
Given input split commitments to a and b along with four additional cards

? ? ? ?︸    ︷︷    ︸
a

? ? ? ?︸    ︷︷    ︸
b

♣ r ♣ r ,

our protocol proceeds as follows.

Committed-Format 1-Secure AND Protocol

1. Place the input split commitments, and make a split commitment to 0, as follows:

? ?︸︷︷︸
a1

? ?︸︷︷︸
a2︸        ︷︷        ︸

a

? ?︸︷︷︸
♣r

? ?︸︷︷︸
♣r︸        ︷︷        ︸

0

? ?︸︷︷︸
b1

? ?︸︷︷︸
b2︸        ︷︷        ︸

b

.

Note that if a1 ⊕ a2 = a = 0, then the four cards in the middle have the same value
as a ∧ b (= 0 ∧ b = 0). If a1 ⊕ a2 = a = 1, then the rightmost four cards have the
same value as a ∧ b (= 1 ∧ b = b).
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2. Apply the randomization sub-protocol explained in Section 4.2 to the split commit-
ments to 0 and b; then we obtain

? ?︸︷︷︸
a1

? ?︸︷︷︸
a2︸        ︷︷        ︸

a

? ?︸︷︷︸
r

? ?︸︷︷︸
r︸        ︷︷        ︸

0

? ?︸︷︷︸
b1⊕ r

? ?︸︷︷︸
b2⊕ r︸        ︷︷        ︸

b

.

From now on, we apply the idea behind the Mizuki–Sone AND protocol [27] to the
three split commitments to a, 0, and b.

3. Place the two cards of the share a1 as shown below, i.e., the left card is placed above
the split commitment to 0, and the right card is placed above the split commitment
to b, as follows, and apply a pile-scramble shuffle:

a1︷           ︸︸           ︷
? ?

? ? ? ?︸    ︷︷    ︸
0

? ? ? ?︸    ︷︷    ︸
b

.
−→

 ? ?

? ? ? ? ? ? ? ?

 −→
a1⊕ r′︷︸︸︷
? ?

? ? ? ?︸    ︷︷    ︸
x

? ? ? ?︸    ︷︷    ︸
y

,

where

(x, y) =

(0, b) if r′ = 0,
(b, 0) if r′ = 1.

4. Turn over the commitments to a2 and a1 ⊕ r′ to compute a2 ⊕ (a1 ⊕ r′) = a ⊕ r′.

– If a ⊕ r′ = 0, then x is a split commitment to a ∧ b.
– If a ⊕ r′ = 1, then y is a split commitment to a ∧ b.

This is our committed-format 1-secure AND protocol. It uses 12 cards and two pile-
scramble shuffles. Since this is a committed-format protocol, it is useful; for example,
a secure AND computation with more than two inputs can also be realized.

4.4 Pseudocode

The following is a pseudocode of our committed-format 1-secure AND protocol, where
the result action specifies the positions of the output split commitment.

Input:

? ? ? ?︸    ︷︷    ︸
a

? ? ? ?︸    ︷︷    ︸
♣r♣r

? ? ? ?︸    ︷︷    ︸
b

1: (shuf, {id, (5 6)(7 8)(9 10)(11 12)})
2: (shuf, {id, (1 2)(5 9)(6 10)(7 11)(8 12)})

3: (turn, {1, 2, 3, 4})
4: if ♣r♣r or r♣r♣ appears then
5: (result, (5, 6, 7, 8))
6: else
7: (result, (9, 10, 11, 12))
8: end if
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♣♥♣♥ ♣♥♣♥ ♣♥♣♥ (
𝑝00

8
, 0,0,0) ♥♣♣♥ ♣♥♣♥ ♣♥♣♥ (0,0,

𝑝10

8
, 0)

♣♥♣♥ ♣♥♣♥ ♣♥♥♣ (0,
𝑝01

8
, 0,0) ♥♣♣♥ ♣♥♣♥ ♣♥♥♣ (0,0,0,

𝑝11

8
)

♣♥♣♥ ♣♥♣♥ ♥♣♣♥ (0,
𝑝01

8
, 0,0) ♥♣♣♥ ♣♥♣♥ ♥♣♣♥ (0,0,0,

𝑝11

8
)

♣♥♣♥ ♣♥♣♥ ♥♣♥♣ (
𝑝00

8
, 0,0,0) ♥♣♣♥ ♣♥♣♥ ♥♣♥♣ (0,0,

𝑝10

8
, 0)

♣♥♣♥ ♥♣♥♣ ♣♥♣♥ (
𝑝00

8
, 0,0,0) ♥♣♣♥ ♥♣♥♣ ♣♥♣♥ (0,0,

𝑝10

8
, 0)

♣♥♣♥ ♥♣♥♣ ♣♥♥♣ (0,
𝑝01

8
, 0,0) ♥♣♣♥ ♥♣♥♣ ♣♥♥♣ (0,0,0,

𝑝11

8
)

♣♥♣♥ ♥♣♥♣ ♥♣♣♥ (0,
𝑝01

8
, 0,0) ♥♣♣♥ ♥♣♥♣ ♥♣♣♥ (0,0,0,

𝑝11

8
)

♣♥♣♥ ♥♣♥♣ ♥♣♥♣ (
𝑝00

8
, 0,0,0) ♥♣♣♥ ♥♣♥♣ ♥♣♥♣ (0,0,

𝑝10

8
, 0)

(shuf, {id, (1 2)(5 9)(6 10)(7 11)(8 12)})

♣♥♣♥ appears ♥♣ ♣♥ appears

(turn, {1, 2, 3, 4})

♥♣♥♣ appears♣♥♥♣ appears

♥♣♣♥ ♣♥♣♥ ♣♥♣♥ (
𝑝00

4
, 0,

𝑝10

4
, 0)

♥♣♣♥ ♣♥♣♥ ♥♣♥♣ (
𝑝00

4
, 0,

𝑝10

4
, 0)

♥♣♣♥ ♣♥♥♣ ♣♥♣♥ (0,
𝑝01

4
, 0,0)

♥♣♣♥ ♣♥♥♣ ♥♣♥♣ (0,
𝑝01

4
, 0,0)

♥♣♣♥ ♥♣♣♥ ♣♥♣♥ (0,
𝑝01

4
, 0,0)

♥♣♣♥ ♥♣♣♥ ♥♣♥♣ (0,
𝑝01

4
, 0,0)

♥♣♣♥ ♥♣♥♣ ♣♥♣♥ (
𝑝00

4
, 0,

𝑝10

4
, 0)

♥♣♣♥ ♥♣♥♣ ♥♣♥♣ (
𝑝00

4
, 0,

𝑝10

4
, 0)

♥♣♣♥ ♣♥♣♥ ♣♥♥♣ (0,0,0,
𝑝11

4
)

♥♣♣♥ ♣♥♣♥ ♥♣♣♥ (0,0,0,
𝑝11

4
)

♥♣♣♥ ♥♣♥♣ ♣♥♥♣ (0,0,0,
𝑝11

4
)

♥♣♣♥ ♥♣♥♣ ♥♣♣♥ (0,0,0,
𝑝11

4
)

⇒(result, (9, 10, 11, 12))

♣♥ ♣♥ ♣♥♣♥ ♣♥♣♥ (
𝑝00

16
, 0,

𝑝10

16
, 0)

♣♥ ♣♥ ♣♥♣♥ ♣♥♥♣ (0,
𝑝01

16
, 0,0)

♣♥ ♣♥ ♣♥♣♥ ♥♣♣♥ (0,
𝑝01

16
, 0,0)

♣♥ ♣♥ ♣♥♣♥ ♥♣♥♣ (
𝑝00

16
, 0,

𝑝10

16
, 0)

♣♥ ♣♥ ♣♥♥♣ ♣♥♣♥ (0,0,0,
𝑝11

16
)

♣♥ ♣♥ ♣♥♥♣ ♥♣♥♣ (0,0,0,
𝑝11

16
)

♣♥ ♣♥ ♥♣♣♥ ♣♥♣♥ (0,0,0,
𝑝11

16
)

♣♥ ♣♥ ♥♣♣♥ ♥♣♥♣ (0,0,0,
𝑝11

16
)

♣♥ ♣♥ ♥♣♥♣ ♣♥♣♥ (
𝑝00

16
, 0,

𝑝10

16
, 0)

♣♥ ♣♥ ♥♣♥♣ ♣♥♥♣ (0,
𝑝01

16
, 0,0)

♣♥ ♣♥ ♥♣♥♣ ♥♣♣♥ (0,
𝑝01

16
, 0,0)

♣♥ ♣♥ ♥♣♥♣ ♥♣♥♣ (
𝑝00

16
, 0,

𝑝10

16
, 0)

♣♥♣♥ ♣♥♣♥ ♣♥♣♥ (
𝑝00

4
, 0,0,0) ♥♣♥♣ ♣♥♣♥ ♣♥♣♥ (

𝑝00

4
, 0,0,0)

♣♥♣♥ ♣♥♣♥ ♥♣♥♣ (
𝑝00

4
, 0,0,0) ♥♣♥♣ ♣♥♣♥ ♥♣♥♣ (

𝑝00

4
, 0,0,0)

♣♥♣♥ ♣♥♣♥ ♣♥♥♣ (0,
𝑝01

4
, 0,0) ♥♣♥♣ ♣♥♣♥ ♣♥♥♣ (0,

𝑝01

4
, 0,0)

♣♥♣♥ ♣♥♣♥ ♥♣♣♥ (0,
𝑝01

4
, 0,0) ♥♣♥♣ ♣♥♣♥ ♥♣♣♥ (0,

𝑝01

4
, 0,0)

♣♥♥♣ ♣♥♣♥ ♣♥♣♥ (0,0,
𝑝10

4
, 0) ♥♣♣♥ ♣♥♣♥ ♣♥♣♥ (0,0,

𝑝10

4
, 0)

♣♥♥♣ ♣♥♣♥ ♥♣♥♣ (0,0,
𝑝10

4
, 0) ♥♣♣♥ ♣♥♣♥ ♥♣♥♣ (0,0,

𝑝10

4
, 0)

♣♥♥♣ ♣♥♣♥ ♣♥♥♣ (0,0,0,
𝑝11

4
) ♥♣♣♥ ♣♥♣♥ ♣♥♥♣ (0,0,0,

𝑝11

4
)

♣♥♥♣ ♣♥♣♥ ♥♣♣♥ (0,0,0,
𝑝11

4
) ♥♣♣♥ ♣♥♣♥ ♥♣♣♥ (0,0,0,

𝑝11

4
)

(shuf, {id, (5 6)(7 8)(9 10)(11 12)})

♣♥♣♥ ♣♥♣♥ ♣♥♣♥ (
𝑝00

4
, 0,

𝑝10

4
, 0)

♣♥♣♥ ♣♥♣♥ ♣♥♥♣ (0,
𝑝01

4
, 0,0)

♣♥♣♥ ♣♥♣♥ ♥♣♣♥ (0,
𝑝01

4
, 0,0)

♣♥♣♥ ♣♥♣♥ ♥♣♥♣ (
𝑝00

4
, 0,

𝑝10

4
, 0)

♣♥♣♥ ♥♣♥♣ ♣♥♣♥ (
𝑝00

4
, 0,

𝑝10

4
, 0)

♣♥♣♥ ♥♣♥♣ ♣♥♥♣ (0,
𝑝01

4
, 0,0)

♣♥♣♥ ♥♣♥♣ ♥♣♣♥ (0,
𝑝01

4
, 0,0)

♣♥♣♥ ♥♣♥♣ ♥♣♥♣ (
𝑝00

4
, 0,

𝑝10

4
, 0)

♣♥♣♥ ♣♥♥♣ ♣♥♣♥ (0,0,0,
𝑝11

4
)

♣♥♣♥ ♣♥♥♣ ♥♣♥♣ (0,0,0,
𝑝11

4
)

♣♥♣♥ ♥♣♣♥ ♣♥♣♥ (0,0,0,
𝑝11

4
)

♣♥♣♥ ♥♣♣♥ ♥♣♥♣ (0,0,0,
𝑝11

4
)

⇒(result, (5, 6, 7, 8))

♥♣♥♣ ♣♥♣♥ ♣♥♣♥ (
𝑝00

4
, 0,

𝑝10

4
, 0)

♥♣♥♣ ♣♥♣♥ ♣♥♥♣ (0,
𝑝01

4
, 0,0)

♥♣♥♣ ♣♥♣♥ ♥♣♣♥ (0,
𝑝01

4
, 0,0)

♥♣♥♣ ♣♥♣♥ ♥♣♥♣ (
𝑝00

4
, 0,

𝑝10

4
, 0)

♥♣♥♣ ♥♣♥♣ ♣♥♣♥ (
𝑝00

4
, 0,

𝑝10

4
, 0)

♥♣♥♣ ♥♣♥♣ ♣♥♥♣ (0,
𝑝01

4
, 0,0)

♥♣♥♣ ♥♣♥♣ ♥♣♣♥ (0,
𝑝01

4
, 0,0)

♥♣♥♣ ♥♣♥♣ ♥♣♥♣ (
𝑝00

4
, 0,

𝑝10

4
, 0)

♥♣♥♣ ♣♥♥♣ ♣♥♣♥ (0,0,0,
𝑝11

4
)

♥♣♥♣ ♣♥♥♣ ♥♣♥♣ (0,0,0,
𝑝11

4
)

♥♣♥♣ ♥♣♣♥ ♣♥♣♥ (0,0,0,
𝑝11

4
)

♥♣♥♣ ♥♣♣♥ ♥♣♥♣ (0,0,0,
𝑝11

4
)

⇒(result, (5, 6, 7, 8))

♣♥♥♣ ♣♥♣♥ ♣♥♣♥ (
𝑝00

4
, 0,

𝑝10

4
, 0)

♣♥♥♣ ♣♥♣♥ ♥♣♥♣ (
𝑝00

4
, 0,

𝑝10

4
, 0)

♣♥♥♣ ♣♥♥♣ ♣♥♣♥ (0,
𝑝01

4
, 0,0)

♣♥♥♣ ♣♥♥♣ ♥♣♥♣ (0,
𝑝01

4
, 0,0)

♣♥♥♣ ♥♣♣♥ ♣♥♣♥ (0,
𝑝01

4
, 0,0)

♣♥♥♣ ♥♣♣♥ ♥♣♥♣ (0,
𝑝01

4
, 0,0)

♣♥♥♣ ♥♣♥♣ ♣♥♣♥ (
𝑝00

4
, 0,

𝑝10

4
, 0)

♣♥♥♣ ♥♣♥♣ ♥♣♥♣ (
𝑝00

4
, 0,

𝑝10

4
, 0)

♣♥♥♣ ♣♥♣♥ ♣♥♥♣ (0,0,0,
𝑝11

4
)

♣♥♥♣ ♣♥♣♥ ♥♣♣♥ (0,0,0,
𝑝11

4
)

♣♥♥♣ ♥♣♥♣ ♣♥♥♣ (0,0,0,
𝑝11

4
)

♣♥♥♣ ♥♣♥♣ ♥♣♣♥ (0,0,0,
𝑝11

4
)

⇒(result, (9, 10, 11, 12))

♣♥♥♣ ♣♥♣♥ ♣♥♣♥ (0,0,
𝑝10

8
, 0) ♥♣♥♣ ♣♥♣♥ ♣♥♣♥ (

𝑝00

8
, 0,0,0)

♣♥♥♣ ♣♥♣♥ ♣♥♥♣ (0,0,0,
𝑝11

8
) ♥♣♥♣ ♣♥♣♥ ♣♥♥♣ (0,

𝑝01

8
, 0,0)

♣♥♥♣ ♣♥♣♥ ♥♣♣♥ (0,0,0,
𝑝11

8
) ♥♣♥♣ ♣♥♣♥ ♥♣♣♥ (0,

𝑝01

8
, 0,0)

♣♥♥♣ ♣♥♣♥ ♥♣♥♣ (0,0,
𝑝10

8
, 0) ♥♣♥♣ ♣♥♣♥ ♥♣♥♣ (

𝑝00

8
, 0,0,0)

♣♥♥♣ ♥♣♥♣ ♣♥♣♥ (0,0,
𝑝10

8
, 0) ♥♣♥♣ ♥♣♥♣ ♣♥♣♥ (

𝑝00

8
, 0,0,0)

♣♥♥♣ ♥♣♥♣ ♣♥♥♣ (0,0,0,
𝑝11

8
) ♥♣♥♣ ♥♣♥♣ ♣♥♥♣ (0,

𝑝01

8
, 0,0)

♣♥♥♣ ♥♣♥♣ ♥♣♣♥ (0,0,0,
𝑝11

8
) ♥♣♥♣ ♥♣♥♣ ♥♣♣♥ (0,

𝑝01

8
, 0,0)

♣♥♥♣ ♥♣♥♣ ♥♣♥♣ (0,0,
𝑝10

8
, 0) ♥♣♥♣ ♥♣♥♣ ♥♣♥♣ (

𝑝00

8
, 0,0,0)

♣♥ ♥♣ ♣♥♣♥ ♣♥♣♥ (
𝑝00

16
, 0,

𝑝10

16
, 0)

♣♥ ♥♣ ♣♥♣♥ ♣♥♥♣ (0,0,0,
𝑝11

16
)

♣♥ ♥♣ ♣♥♣♥ ♥♣♣♥ (0,0,0,
𝑝11

16
)

♣♥ ♥♣ ♣♥♣♥ ♥♣♥♣ (
𝑝00

16
, 0,

𝑝10

16
, 0)

♣♥ ♥♣ ♣♥♥♣ ♣♥♣♥ (0,
𝑝01

16
, 0,0)

♣♥ ♥♣ ♣♥♥♣ ♥♣♥♣ (0,
𝑝01

16
, 0,0)

♣♥ ♥♣ ♥♣♣♥ ♣♥♣♥ (0,
𝑝01

16
, 0,0)

♣♥ ♥♣ ♥♣♣♥ ♥♣♥♣ (0,
𝑝01

16
, 0,0)

♣♥ ♥♣ ♥♣♥♣ ♣♥♣♥ (
𝑝00

16
, 0,

𝑝10

16
, 0)

♣♥ ♥♣ ♥♣♥♣ ♣♥♥♣ (0,0,0,
𝑝11

16
)

♣♥ ♥♣ ♥♣♥♣ ♥♣♣♥ (0,0,0,
𝑝11

16
)

♣♥ ♥♣ ♥♣♥♣ ♥♣♥♣ (
𝑝00

16
, 0,

𝑝10

16
, 0)

♥♣ ♥♣ ♣♥♣♥ ♣♥♣♥ (
𝑝00

16
, 0,

𝑝10

16
, 0)

♥♣ ♥♣ ♣♥♣♥ ♣♥♥♣ (0,
𝑝01

16
, 0,0)

♥♣ ♥♣ ♣♥♣♥ ♥♣♣♥ (0,
𝑝01

16
, 0,0)

♥♣ ♥♣ ♣♥♣♥ ♥♣♥♣ (
𝑝00

16
, 0,

𝑝10

16
, 0)

♥♣ ♥♣ ♣♥♥♣ ♣♥♣♥ (0,0,0,
𝑝11

16
)

♥♣ ♥♣ ♣♥♥♣ ♥♣♥♣ (0,0,0,
𝑝11

16
)

♥♣ ♥♣ ♥♣♣♥ ♣♥♣♥ (0,0,0,
𝑝11

16
)

♥♣ ♥♣ ♥♣♣♥ ♥♣♥♣ (0,0,0,
𝑝11

16
)

♥♣ ♥♣ ♥♣♥♣ ♣♥♣♥ (
𝑝00

16
, 0,

𝑝10

16
, 0)

♥♣ ♥♣ ♥♣♥♣ ♣♥♥♣ (0,
𝑝01

16
, 0,0)

♥♣ ♥♣ ♥♣♥♣ ♥♣♣♥ (0,
𝑝01

16
, 0,0)

♥♣ ♥♣ ♥♣♥♣ ♥♣♥♣ (
𝑝00

16
, 0,

𝑝10

16
, 0)

♥♣ ♣♥ ♣♥♣♥ ♣♥♣♥ (
𝑝00

16
, 0,

𝑝10

16
, 0)

♥♣ ♣♥ ♣♥♣♥ ♣♥♥♣ (0,0,0,
𝑝11

16
)

♥♣ ♣♥ ♣♥♣♥ ♥♣♣♥ (0,0,0,
𝑝11

16
)

♥♣ ♣♥ ♣♥♣♥ ♥♣♥♣ (
𝑝00

16
, 0,

𝑝10

16
, 0)

♥♣ ♣♥ ♣♥♥♣ ♣♥♣♥ (0,
𝑝01

16
, 0,0)

♥♣ ♣♥ ♣♥♥♣ ♥♣♥♣ (0,
𝑝01

16
, 0,0)

♥♣ ♣♥ ♥♣♣♥ ♣♥♣♥ (0,
𝑝01

16
, 0,0)

♥♣ ♣♥ ♥♣♣♥ ♥♣♥♣ (0,
𝑝01

16
, 0,0)

♥♣ ♣♥ ♥♣♥♣ ♣♥♣♥ (
𝑝00

16
, 0,

𝑝10

16
, 0)

♥♣ ♣♥ ♥♣♥♣ ♣♥♥♣ (0,0,0,
𝑝11

16
)

♥♣ ♣♥ ♥♣♥♣ ♥♣♣♥ (0,0,0,
𝑝11

16
)

♥♣ ♣♥ ♥♣♥♣ ♥♣♥♣ (
𝑝00

16
, 0,

𝑝10

16
, 0)

Fig. 2. KWH tree of committed-format 1-secure AND protocol

4.5 Correctness and Security

Basically, the correctness and security of our protocol come from the Mizuki–Sone
AND protocol [27]. More formally, we depict the KWH-tree in Fig. 2.

There are seven statuses in the KWH-tree. Similar to our non-committed-format
protocol, i.e., Protocol A, the topmost status consists of 16 elements. The status is
changed by the actions. In each status, the sum of all tuples is equal to (p00, p01, p10, p11),
which ensures that no information about the inputs a and b is leaked. In the four final
statuses, we can confirm the correctness (i.e., the value of a ∧ b is surely computed).
Furthermore, one can confirm that if any illegal (turn, {i}) is applied anywhere, it results
in a status whose sum is (p00, p01, p10, p11), implying the 1-secureness.
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5 Conclusion

In this paper, we designed a simple 1-secure AND protocol using a novel approach
compared to the existing protocols. Our proposed protocol uses only eight cards, i.e., it
does not require any additional cards beyond the input split commitments. The number
of shuffles is only one. We believe that our protocol is easy to implement, as illustrated
in Fig. 3 with real physical cards. Furthermore, we also proposed a committed-format
1-secure AND protocol that can be executed with four additional cards, bringing the
total number of cards to 12. The number of shuffles is two.

𝒂 :

𝒃 :

Fig. 3. Execution of our protocol.

As shown in Table 1, both of the proposed protocols can be executed with fewer
cards and fewer shuffles than the existing protocols, making them more practical and
easy to understand. Although this paper focuses on designing only 1-secure AND proto-
cols, the assumption of t = 1 may suffice to protect against casual attacks or operational
errors. In addition, our 1-secure committed-format AND protocol can be extended to a
t-secure protocol for any t ≥ 2.

Our contributions provide significant improvements in the efficiency and practical-
ity of card-based protocols. Future work could explore further optimizations, expan-
sions to other computations (beyond the AND function), and applications of these pro-
tocols in various secure computation scenarios, as well as investigate their robustness
against other types of attacks. Since our protocols use pile-scramble shuffles, construct-
ing protocols using the random cut ( [1,2]), which is an easier shuffing operation, would
be a desired direction for future work. Expanding our ideas to devise protocols using
other familiar tools such as coins [14,18] and a balance scale [9] presents an interesting
challenge for future work.
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